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Abstract 

 

Commercial radio stations generate their revenue through sales of advertisement slots and 

sponsorships. Normally, a log registry is generated from the studio’s playback system 

through which the clients can confirm whether their advert played or not. However, since 

the terrestrial radio transmission network involves deploying multiple radio transmitters 

around the country to reach a wider audience, it becomes too expensive for commercial 

broadcasters to install and maintain those transmitters. On the other hand, if they don’t 

reach a wider audience, they struggle to convince the customers to buy advertising space, 

creating a vicious cycle which needs low-cost solutions to reduce the overhead costs. Some 

of those costs include remote monitoring systems of the transmitters which can be achieved 

by using software defined radio (SDR). With SDR, most of the signal processing 

traditionally carried out on dedicated hardware is carried out on software. In addition, the 

behaviour of an SDR-based remote monitoring system can be further customised and/or 

configured to the needs of each particular broadcaster. This project demonstrates a low-

cost remote audio monitoring system for FM transmitters which can be used to remotely 

monitor on air transmitters using a Nuand BladeRF 2.0 micro xA4 software defined radio. 

By using speech recognition, further processing was done to eventually keep count, record 

and update on Power BI and Web how many times each advert was played. This solution 

offers a low-cost solution by eliminating the requirement of multiple sensors in the 

transmitter sites for remote monitoring purposes. 
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1 Introduction 

 

The success of radio broadcasting to this date is attributed to the revenue generated through 

advertisements [1]. The clients, which may range from government to private companies and 

individuals normally have target and diverse markets to which they intend to advertise their products. 

As a result, radio stations tend to cater for these diverse markets by covering a wider geographical area, 

by deploying broadcast transmitters around the licensed area of operation. 

Over the years, several means of broadcasting radio signal from radio station studio to the households 

has emerged from the traditional analogue platforms, being medium wave (MW) and frequency 

modulation (FM) [2] to digital platforms such as digital audio broadcast plus (DAB+) and lately, 

livestream [3], mobile app and smart speaker [4]. These transitions, whilst expected to compete, 

instead complemented each other so much that in most cases some radio stations deploy both methods. 

For example, in Gaborone, Botswana, Radio Botswana 1 (RB1) broadcast on 972 kHz (MW), 89.9 

MHz (FM) and also via livestream, whilst in the United Kingdom (UK), Heart FM radio network 

broadcast across UK on terrestrial, DAB and also a livestream worldwide on www.heart.co.uk/digital. 

http://www.heart.co.uk/digital
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The same applies to, say Radio Hamburg in Germany which broadcast on FM frequency of 103.6 

MHz in Hamburg, Radio Hamburg app, smart speaker as well as online at www.radiohamburg.de. 

These different platforms provides listeners with different options through which they can listen to 

those radio stations, hence extending reach. In fact, in Botswana, if not other countries as well, the 

commercial radio stations charge for advertising slots using FM terrestrial rate card whilst livestream 

and mobile app are used as value add ons. This is so because the most common method of consuming 

radio content is still via FM terrestrial radio [5] and will still remain so in the next decades [6]. 

However, the same platform is susceptible to a likelihood of high downtime due to various fault 

sources related to the analogue electronics components used in the transmitters. Examples of those 

faults could be high reflected power or voltage standing wave ratio [7], rain fade effect [8], high 

temperatures due to a failed fan or room air conditioning system etc. As a result, to avoid prolonged 

downtime, it is necessary that the transmitters are always monitored. This study seeks to device a low-

cost solution that can be used to remotely monitor the on and off status of FM radio transmitters as 

well as track advert statistics. 

 

2 Background 

 

2.1 FM terrestrial broadcasting 

 

Whilst FM terrestrial broadcasting has survived the threats of the new emerging radio broadcasting 

platforms, its main challenge has been the associated costs related to its propagation characteristics of 

attenuation over distance [9], [10]. As a result, the FM terrestrial broadcasting network requires 

multiple broadcast transmitters to be installed at some designated transmitter sites to cover wide areas. 

These transmitters independently receive a common signal from the studio, which would have been 

uplinked via satellite, optical fibre or studio transmitter link. A typical 500W transmitter would cover 

a radius of 40km on average, and at the boundary of that 40km radius, another FM transmitter of the 

same radio station, broadcasting on a different frequency (to avoid interference) would pick up etc. 

Figure 1 below shows signal coverage of RB1 in the greater Gaborone area. 

With this arrangement, the advertisers are promised that with a wider coverage (footprint) that a radio 

station has, they can be assured of a larger listenership which by extension is converted into customers. 

However, the current system, that is deployed in almost all the countries, is such that the playback 

Figure 1:RB1 coverage map in the greater 

Gaborone area. Transmitters are of different power 

ratings hence coverage differ. For example, 

Gaborone is a 2KW transmitter, whilst Lobatse is 

500W transmitter. 

http://www.radiohamburg.de/
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system installed in the studio, generates a registry log which is sent back to the advertisers/clients as 

a confirmation of a played advert. It should be noted that an advert may be played in studio whilst 

the transmitter is off. As a result, the listeners in that area would not have received that advert and 

therefore the advertiser may end up paying for a service he/she is not getting. In addition, in the 

absence of a remote monitoring system, the broadcasters may get to know about their off-air 

transmitters after several days. This implies that the listeners also missed critical information during 

that time. To overcome the prolonged downtime, radio stations normally install the remote telemetry 

monitoring system at the transmitter sites to monitor the on and off status of the transmitters, measure 

parameters such as forward power, reflected power, signal-to-noise ratio, etc. 

 

2.2 Telemetry system 

 

Telemetry is defined as “the science or process of collecting information about objects that are far 

away and sending the information somewhere electronically” [11]. In broadcast transmitters, such 

information is crucial to inform engineers and technicians about the status of the transmitters, which 

are most of the time in remote transmitter sites. In Botswana, the Department of Broadcasting 

Services (DBS) which houses RB1, RB2 and BTV uses a telemetry system from ANT GROUP (SPA) 

[12]. The system uses sensors to gather information about the transmitter system such as ON/OFF 

status of transmitter, room temperature, forward and reflected power etc. and then send them to the 

control room via GSM. The main challenge with this system is that it is too expensive to use as it 

charges every time it sends an update to control centre. In addition, when the network is too busy, it 

fails to make a connection. However, with most of the transmitter sites recently been connected to 

optical fibre network, the costs associated with using a GSM network can be avoided by exploring a 

telemetry solution that uses Internet connectivity instead. This can be achieved by using a software 

defined radio to receive audio signal at the transmitter site in the same manner that an FM radio receiver 

in the households receive terrestrial FM radio feed. 

 

 

2.3 Software Defined Radio 

 

Software Defined Radio (SDR) refers to reprogrammable or reconfigurable radios [13] as first used 

by Joe Mitola in 1991 where some radio functionalities previously performed on hardware [14] are 

instead performed by software. The flexibility brought about by SDR has presented new opportunities 

which can be exploited to address limitations of old techniques to handle different types of radio 

signals. “One moment your computer could be an AM radio, the next a wireless data transceiver—

and then perhaps a TV set” [15]. 

Due to its flexibility, SDR can also be used for telemetry remote monitoring of FM transmitters and 

since it is pre-dominantly on software, the system has low chances of failure compared to the 

traditional system which is hardware based [14]. The same cannot be said about the traditional remote 

monitoring systems which deploy sensors (hardware) as those sensors normally malfunction because 

they have reached end of life or because of electric surges. Therefore, by deploying SDR based 

solution, the broadcasters also reduce the chances of hardware (sensor) failure. Moreover, since it is 

a relatively cheaper solution, the broadcasters can reduce their monitoring costs and expand their 

coverage areas. In addition, they can use the same solution to demonstrate to the advertisers that 

indeed their adverts were played. 

To effectively process a radio frequency (RF) signal SDR first convert it from analogue into a digital 

signal using an RF front end. This RF front end consists of analogue-to-digital converter (ADC) 

which receives the analogue signal from the antenna and convert it into a digital format, thus fitting 

for processing with software [16]. As an FM radio receiver, an SDR uses its antenna to receive the 

electromagnetic (EM) signal and present it to the RF front-end for down conversion to the 

intermediary frequency (IF). The conversion to lower frequency allows for the available analogue to 

digital converters currently in the market to handle the speed of the incoming signal [17]. The analogue 
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to digital converter (ADC) then converts the signal into a digital signal which is a format required by 

the Field Programmable Gate Arrays (FPGA) [16]. The FPGA will then decimate and down convert 

the sample rate of the signal to standard requirement of the communication protocol (e.g. USB 3.0). 

The output is presented to the software for software processing, in this case demodulation. It is after 

demodulation that the audio file will be captured and stored in a computer/raspberry pi, followed by 

transcribing, search and count keywords (say advertiser’s tagline or keyword) then send them as text 

to the monitoring office where an invoice of the confirmed adverts will be generated. A copy can be 

sent to the advertiser as well. 

 

3 Methodology 

 

There are numerous SDR platforms available on the market with various capabilities. Table 1 

summarizes characteristics of some SDR hardware platforms along with key performance figures that 

have been identified as candidates for the study. Considering the overall cost paired alongside some 

other features gave Blade RF Micro 2.0 xA4 an advantage over the rest. HackRF One provided the 

cheapest option of all followed by BladeRF xA4. However, BladeRF 2.0 micro xA4 offered the most 

maximum bandwidth (20 MHz vs 56 MHz), which allows for higher sampling rates and hence better-

quality audio. For that reason, BladeRF 2.0 micro xA4 was the preferred option for this study. 

 

Table 1: Features of some of the common SDR hardwares [15], [16], [18], [19] 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

Various SDR software development platforms are available on the market such as Matlab/Simulink, 

Labview and GNU Radio. However, Matlab/Simulink and LabView are proprietary and come at a cost. 

GNU Radio was the preferred choice due to its convenience as an open-source software which offers 

a low-cost solution. The GNU Radio Companion (GRC) is a multi-platform free software 

development framework that provides signal processing functions for implementing software-defined 

radios [20] [18]. The GRC was used in this study to configure the SDR platform. 

 

3.1 BladeRF 2.0 Micro xA4 

 

The BladeRF 2.0 micro xA4 is an SDR hardware designed by Nuand characterized by 2x2 Multiple 

Input Multiple Output (MIMO), 70 MHz to 6GHz frequency range and a USB 3.0 communication 

module. The MIMO feature is driven by the two (2) separate local oscillators found in the two 
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channels: one oscillator for each transmitter-receiver channel. As a result, this device can broadcast 

two channels simultaneously through transmitter 1 and transmitter 2 as well as receiving through 

receiver 1 and receiver 2. The BladeRF can be configured to act as two transmitters, two receivers or 

MIMO system. For the purposes of this project/study, only one channel was used to receive one radio 

station, although, beyond the scope of this study, it can also be shown that multiple radio stations can 

be received using one SDR. By connecting an antenna to RX1 port of the BladeRF SDR and loading 

the appropriate GNU radio code it can receive a preset channel through RX1 1 port and have RX 2 

port as a standby. Figure 2 shows the BladeRF 2.0 micro xA4 and its accessories. 

 

The project utilized the Nuand Blade RF Micro 2.0 xA4 SDR platform, which incorporates the Cyclone 

V FPGA from Intel. This FPGA boasts features such as “single-cycle access embedded memory,” along 

with dedicated DSP capabilities including hard 18×18 multipliers, and a flexible array of general logic 

elements for programming [22]. The SDR system also boasts an ADC/DAC resolution of 12 bits. A 

bias-tee power amplifier is employed to amplify the output signal before it reaches the antenna, 

connecting to the transmitter port of the system. This power amplifier consumes 200 mW of electrical 

power and delivers a maximum gain of +15 dB of radio frequency (RF) power at 200 MHz [21]. 

Conversely, the bias-tee low noise amplifier, rated at 300 mW, connects to the receiver port. With a 

typical gain of +20.2 dB at 200 MHz, its purpose is to effectively lower the noise figure and significantly 

enhance the dynamic range of various applications. It is linked to the antenna on its other end. The 

antenna utilized is a general-purpose monopole antenna with a gain of 5 dBi [23] and a voltage standing 

wave ratio (VSWR) of less than 1.5. 

 

3.2 GNU Radio 

 

GNU Radio is a freely available framework enabling users to create, simulate, and implement 

sophisticated real-world radio systems [24]. Its library consists of signal processing blocks coded in 

C++ (backend), with Python utilized for front end organization and connection of these blocks [25]. 

Figure 3 below shows a software organization of flow-graphs in GNU Radio. 

Figure 2: BladeRF hardware with its accessories [21]. 



6  

 

Instead of solely relying on Python code to create Python files at the frontend, users have the option 

to utilize a graphical tool known as GNU Radio Companion (GRC) for graphical file creation. This 

tool comprises five (5) main components: 

 

• Workspace: This area holds blocks imported from the library. 

• Toolbar: A graphical interface containing icons, menus, or other input/output elements. 

• Library: Where all pre-existing user blocks are stored for workspace use. 

• Variables: A window housing variable blocks utilized in the design, each mapping a value to a unique 

variable. 

• Terminal: This window displays results following flowgraph compilation. 

 

Figure 4 shows the user interface of the GNU radio companion. 

 

 
Figure 4:  GRC interface showing all five parts making up a typical GNU Radio Companion. 

 

Figure 3: Software organization of flowgraphs in GNU 

Radio [26]. 
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GNU Radio is compatible with a wide range of general-purpose processors and operating systems, 

including Linux, macOS, and Windows. Typically, installation is facilitated through existing binary 

packages, as mentioned in [27], However, alternative installation methods include: 

 

• From source (for those who want full control). 

• Using PyBOMBS (for those who want it built from source and/or installed to a specific directory using a 

script). 

• Using conda (for those who want binaries installed to managed environments). 

 

3.3 Software Configuration 

 

The GNU radio companion (GRC) was used to program the hardware using the inbuilt osmocom 

block. The USB 3.0 module provided a communication platform between host laptop and BladeRF. 

The GRC was run on an HP Zbook firefly 15 G7 laptop with Intel i7 CPU, 32 GB RAM and Windows 

11 Pro operating system to configure the SDR hardware and visualize the signals for debugging 

purposes. Figure 5 shows the envisaged FM receiver system level experimental set up. 

 

 

 
Figure 5: Hardware setup using BladeRF 2.0 micro xA4 and GNU radio [28]. 

 

3.4 Python and Jupyter Notebook 

 

There are many different Integrated Development Environments (IDEs) out there, as much as there 

are many different programming languages, each with their own strength and weaknesses. For data 

science, Python is the most preferred language mostly for its libraries, such as Pandas, NumPy, 
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TensorFlow and Matplotlib etc. that make handling, processing, and presenting data much easier [29]. 

As for IDEs, whilst not a traditional IDE, Jupyter notebook provides an interactive computing 

environment for writing and running code [30], allowing programmers to analyse workflows, extract 

data and visualise it during the research process [31]. It has multiple kernels of which, each kernel 

handles a different language, such as IPython kernel which runs Python code, IRkernel for R language, 

Ijava for Java etc. [32]. These kernels act as the back end whilst the front-end interface consists of cells 

which provide a space for writing code [33]. Figure 6 below shows how Jupyter notebook interface 

looks like. 

 

Compared to other IDEs, Jupyter notebook stands out as the most preferred as Figure 7 below shows.  

Some of the reasons why this is so because of its strength in interactive data exploration, visualization 

capabilities, data cleaning and transformation as well as integration with big data tools [34]. 

 

 

 
Figure 7:Popular IDEs [29]. 

 

 

 

3.5 Power BI Desktop 

Figure 6:An illustration of a Jupyter notebook interface with a sample code to show input and 

output cell. 
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Whilst Jupyter notebook have visualization capabilities, there are other tools specifically designed for 

visualization of data. Some of those are Microsoft Power BI desktop and Tableau desktop and they are 

almost equal in strength. The most notable difference however, between the two, is that Microsoft 

Power BI desktop is free to use whilst Tableau desktop requires a commercial license [35]. For that 

reason, Power BI desktop was used in this study. 

 

4 Experimental Results and Analysis 

 

Data collection was done by running the GRC flowchart in Figure 8 below which shows a block diagram 

representing the software implementation of an FM receiver configuration on the GRC software.  

 

 
Figure 8:A GNU Radio Companion (GRC) setup of FM receiver showing how GRC blocks are                     

connected to receive FM signal of 93.0 MHz. 

Each of these blocks served a distinct role towards realization of this FM radio receiver as outlined 

below. 

 

• OSMOCOM SOURCE: This block takes in an FM signal received via the antenna and the RX 

1 port. It then samples the signal at a rate of 2,400 MHz. Variables such as gain are set as and 

when needed, to receive a clearer signal. The CH0 antenna takes the argument that corresponds 

to the physical port where the antenna has been connected. 

• LOW PASS FILTER: By decimating the incoming signal (sampled at 2,400 MHz) from osmocom 

source block by a factor of 5, this block filtered the unwanted signal and passed the output which 

was set to 480 KHz for demodulation at the next stage. 

• WBFM RECEIVE: A wide-band frequency demodulating block whose function is to demodulate 

a frequency modulated signal into audio signal. It took an RF signal from low pass filter block 

and demodulated it into audio signal, by decimating the RF signal with a factor of 10. The factor 

was calculated by considering the quadrature rate of 480 KHz as well as the sample rate of 48 
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KHz in the audio sink. 

• AUDIO SINK: To confirm that the audio was set to the rate that can be handled by the sound 

card, this block was used. It allows the listener to listen to the FM receiver radio through the 

speaker system of the laptop. Sample rate here was set to match the sample rate of the WBFM 

receive output. 

• WAV FILE SINK: This block saves the output of the FM receiver to the laptop which acts as 

the server in this project. The file path location was set through the “file” parameter, and the .wav 

extension was appended to ensure that the saved file can easily be accessed as a wav file. By 

copying the file path this file was loaded into the Jupyter notebook for further processing using 

the audio path variable. The advantage of using this block is that the saved file also acts as a 

backup should there be any need to access it again in the future. 

• UDP SINK: As an alternative to WAV FILE SINK block, the final output can be sent directly to 

Jupyter notebook by using this block. It takes the destination IP and port as arguments and by 

using the UDP socket in Jupyter notebook, the output of this block can be availed for further 

processing. The setback here is that there is no back up which may be needed in the future. For 

this project, this block was disabled as WAV file sink was preferred. 

• QT QUI FREQUENCY SINK: Finally, the graphical representation of the output of the SDR was 

plotted using FFT sink blocks. When compiling the GRC code in Figure 8 this block visualizes 

the output of the demodulated and the filtered signal as shown in Figure 9. 

 

 
Figure 9:The QT GUI Frequency sink output showing the demodulated and the filtered signal. 

 

The file recorded using WAV FILE SINK in GRC of Figure 8 was then loaded into Jupyter notebook 

and then passed through speech recognition. Figure 10 below is an extract of the python code used. 

The keyword counts is a variable that takes the arguments of string type. In this instance, the arguments 

“radio”, “paris” etc. were initialised to zero and by passing them through the speech recogniser, they 

were counted every time they are encountered. 



11  

Thereafter, the audio was transcribed, keeping count of the keywords and sending them for visualization on 

Power BI desktop and web browsing through URL. Figure 11 below shows the transcribed text from the audio 

using speech recognition. 

 

 
Figure 11:Transcription of audio into text using speech recognition. 

 

Since the idea was to deploy this system in all transmitter sites where monitoring is needed, it was also 

of importance to consider a mechanism that could automatically pick the location of where the audio 

Figure 10:File path for a recorded audio file. 
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recording is done, and this was done by using the laptop as a server and then reading its IP address. In 

real life deployment, a laptop/server could be replaced with a raspberry pi. Figure 12 below shows 

how this was done. 

 

 
Figure 12:Obtaining server ip address of the server/laptop at the transmitter site using          

socket.gethostname. 

After obtaining the IP address, together with the counted keywords, the output was displayed on Power 

BI using a pie chart, heat map, bar chart and donut chart. Figure 13 below shows the output as viewed 

on Power BI desktop. From the figure, it can be seen that three keywords Radio, Olympic and Paris 

were mentioned during the seven (7) minutes when the speech was made. These keywords were used 

as the advert names which would have been pre-configured to be monitored. In addition, by obtaining 

the IP address, it has been shown that different transmitter sites can be identified by their respective IP 

address to monitor which transmitters are on air. In this case, the transmitter accessed was located at 

192.168.56.1 transmitter site. 

 

There were three (3) ways used in displaying the output data. Data presented in Figure 13 above was 

actually obtained from a generated CSV file by using the CSV module’s csv.writer class. The other 

two were obtained using URL in web browser and the web functionality in Power BI. Figure 14 below 

shows the two put side-by-side for easy illustration from which it can be seen that the data was 

obtained from IP address 192.168.56.1 as shown in Figure 13. In addition, the displayed text shows 

the total number of occurrences for the respective words, as well as the date and time on which the 

count was done. 

Figure 13:A visual display of the counted keywords using Microsoft Power BI desktop. 
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Figure 14: A visual display of the counted keywords using Microsoft Power BI desktop. The charts on 

the left shows data displayed on the web browser using http://127.0.0.1:8080. Similarly, the charts on 

the right were obtained using Power BI desktop web view functionality. 

 

For monitoring purposes of where users have logged in, it can be observed in the local host where 

other users are logged from. Figure 15 shows that there is a user logging on using local host IP 

127.0.0.1 and three other users logging on one IP address being 192.168.70.58. Those three users are 

the one previously mentioned in Figure 13 and Figure 14 above. 

 

Figure 15: Jupyter notebook output showing users currently accessing the output data. 

 

The previous results shown were observed using the same laptop which was running the code. This 

did not confirm the remote monitoring capability. To confirm whether it can be viewed remotely, an 

iPad was used, and the output was consistent with the expectations as shown in Figure 16. 
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Figure 16: Accessing counted adverts using an iPad. 

 

Normally, commercial radio stations play their adverts every twenty (20) minutes. Bearing that in 

mind, the code was written such that a background task would run every 20 minutes to fetch new data. 

Figure 17 shows how this was achieved. 

Figure 17: Background task scheduled every 20 minutes using schedule () module. 

 

4.1 Experimental Setup 

 

The Blade RF Micro 2.0 SDR platform was programmed using GNU Radio Companion (GRC) to 

receive the FM Radio signal on 93.0 MHz. Communication between the SDR and the laptop was via 

the USB 3.0 cable which sent the code to BladeRF SDR for execution of the GRC commands and 

returned the output as audio to the laptop. The audio was then saved as a WAV file in the local disk 

of the laptop, where it was then accessed using Jupyter notebook for further processing. Figure 18 

shows BladeRF 2.0 micro xA4 SDR connected to a tri-band antenna for signal reception, whilst the 

other end is connected to the laptop using a USB 3.0 cable. The iPad was used for remote monitoring 

purposes as shown in Figure 16. 
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Figure 18: A setup showing how FM Radio signal was received using BladeRF 2.0 micro xA4 and 

GRC running on laptop. 

 

 

5 Conclusions and Future work 

 

5.1 Conclusions 

 

In this study it has been shown that using a GNU Radio code running on BladeRF 2.0 micro xA4, an 

FM radio receiver can be implemented to collect data. In this case, the source of data was an FM radio. 

Since transmitters located in adjacent transmitter sites have different frequencies, the receiver was set 

to the respective FM frequency (93.0 MHz) which was expected to be transmitting in that area. The 

received data was then sent via internet to a remote monitoring device, being an iPad and displayed 

through URL and Microsoft Power BI desktop. By virtue of receiving data from that channel, it 

automatically implies that the transmitter is on, and therefore meeting the objective of this project. 

Whilst this data received could have been any other data, the preferred option was to pay attention to 

the adverts which will also act as a confirmation to the customer that indeed their advert was received 

by the listeners across the country. This was achieved by using advert names as the keywords, and in 

this case, there were five (5) keywords used, Radio, Paris, Olympics, Botswana and EBI. Since in 

practical application these keywords would be used to track the advert, then a phrase will be used 

instead of just one word. That approach will ensure that the keyword is only counted when the entire 

phrase has been detected, so as to avoid a confusion that will arise as a result of mentioning that word 

in a different context. As per results shown in Figure 14, Radio advert played 17 times, Paris and 

Olympics played 1 time, whilst Botswana and EBI adverts never played. The dates and times also 

show, as well as the IP address which corresponds to the physical transmitter site. 
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5.2 Future work 

 

In the next phase, there will be a database of IP addresses which corresponds to the transmitter sites 

such that the code will return the name of the transmitter site instead of IP address. Furthermore, the 

system will run parallel by obtaining data directly from the GRC flowchart into Jupyter notebook 

using UDP SINK, and then using WAV FILE SINK for backup purposes. Lastly, a raspberry pi will 

be used instead of laptop. This way the cost of the system will be significantly lower compared to 

when using the laptop. 
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